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Abstract

Producing high quality software systems has been one of the most important software development concerns. Software testing is recognized as a fundamental activity for assuring software quality; however, it is an expensive, error-prone, and time consuming activity. For this reason, a diversity of testing tools has been developed, however, they have been almost always designed without an adequate attention to their evolution, maintenance, and reuse. In this paper, we propose an aspect-based software architecture, named RefTEST (Reference Architecture for Software Testing Tools), that comprises the knowledge to develop testing tools. This architecture is strongly based on separation of concerns and aspects, aiming at evolving, maintaining and reusing efforts to develop these tools. Our experimental results have pointed out that RefTEST can contribute to the development and reengineering of testing tools.

1. Introduction

Software engineering activities have been fundamental to achieve high quality systems development. In special, software testing is one of the most important activities to guaranteeing the quality and the reliability of the software under development [15]. In this context, the availability of tools makes the testing a more systematic activity and minimizes the cost, the time consumed, as well as the errors caused by human intervention. Testing automation is an important issue related to the quality and productivity of the software process. A diversity of testing tools — commercial, academic, and open source — automating software testing tasks can be found. However, these tools have almost always been implemented individually and independently, presenting its own architectures and internal structures. As a consequence, difficulty of integration, evolution, maintenance, and reuse of these tools are very common. These tools often focus on automating specific testing techniques and criteria; without considering the whole testing process. Besides, while software architecture has become an increasingly important research topic in recent years, contributing to software quality [19], the investigation and establishment of software architectures for testing tools have been largely ignored. As known, the establishment of architectures, specially reference architectures, for a given domain consolidates the knowledge about how to develop tools to that domain, contributing to the reuse of design expertise.

Recently, Aspect-Oriented Programming (AOP) has arisen as a new technology to support a better separation of concerns and to more adequately reflect the way developers reason about the system [11], to contribute to maintainability, reusability, and easiness to write software. Besides programming, aspects have also been explored in the early life cycle phases including the requirements analysis, domain analysis and architecture design phases.

In this paper, we investigate the use of aspect in architecture design phase and present an aspect-based reference architecture, named RefTEST (Reference Architecture for Software Testing Tools), that supports the development of software testing tools. Aspect-based architecture refers to architectures that use aspects — from AOP — as mechanism to establish the communication among the modules that compose this architecture. RefTEST is also strongly based on separation of concerns, aiming at providing reusability, maintainability, and capability of evolution to the testing tools built based on this architecture. For the purpose of communicating adequately the knowledge into RefTEST, architectural views were developed and are presented here.

The remainder of this paper is organized as follows. At first, the background about software architecture and related work are presented. Next, we present the proposed archi-
tecture for testing domain, discussing its establishment and use. Finally, our conclusions and future directions are presented.

2. Background

Over the last decades software architecture has received increasing attention as an important subfield of Software Engineering [19]. According to Shaw and Clemments [19], in the near future, software architectures will attain the status of all truly successful technologies. As already highlight in [22], software architectures play a major role in determining system quality — performance and reliability, for instance —, since they form the backbone for any successful software-intensive system. Software architecture is the structure or structures of the system, which comprise software elements, the externally visible properties of those elements, and the relationships among them [2]. In this context, reference architectures have been investigated as a mechanism that promotes reuse of design expertise and achieves well-recognized understanding of a specific domain. Reference architectures for diverse domains — e-commerce, for instance — can be found. Although, there is a lack of adequate reference architectures for software engineering domain, including software testing.

In order to design correctly and document clearly software architectures, ADLs (Architecture Description Languages)\(^1\) as well as architecture evaluation methods such as ATAM (Architecture Tradeoff Analysis Method)\(^2\), have been proposed. Documentation based on architectural views [9] and UML (Unified Modeling Language)\(^3\) have been investigated as a promising approach to document architectures.

2.1 Related Works

Few works related to software architecture for testing domain have been conducted [5, 23]. Eickelmann [5] established the first reference architecture for this domain. This architecture establishes six functions of testing tools: test execution, test development, test failure analysis, test measurement, test management, and test planning. However, the relationship among these functions, as well as practical and detailed considerations were not established. Based on Eickelmann’s work, Yang [23] established a more detailed architecture; however, the focus of this work is the testing of web applications. As a consequence, it is concentrated in how to structure the tools to test web applications. In spite of the Yang’s work not proposing a reference architecture, it has contributed with the establishment of a set of concrete and abstract class, as well as operations of testing tools. Another work established an architecture for testing tools deployed in web platform [7]; although this work does not address the activities directly related to testing tools core.

Besides these works, we can find architectures of specific testing tools, such as [12, 14]. These architectures did not consider issues related to evolution, reusability, and maintainability. Also, these architectures do not support or foresee the support to all activities of the testing process, such as configuration management, planning, documentation, among others. When supported, the functionalities related to these activities are implemented in the scattered and tangled way in the core of the testing tools. Also, those works exclusively related to architecture of testing tools [5, 23] do not support all activities of the testing process.

Considering not only the relevance of software architectures, but also the lack of works related to architectures in the software testing domain, we have proposed a reference architecture for that domain, presented next.

3. Reference Architecture for Testing Domain

RefTEST is based on a more generic reference architecture, named RefASSET (Reference Architecture for Software Engineering Tools) [16] that supports the development of tools and SEEs (Software Engineering Environments). Thus, before to present RefTEST, we will briefly discuss its principles next.

3.1. Principles of RefTEST

In order to support adequately the development of tools and SEEs, it is first important to understand the relationship among the software engineering activities. We have adopted the concept of separation of concerns, one of the key principles in Software Engineering. According to Harrison [8], an adequate separation of concerns is pointed out as the main mechanism to build evolvable and reusable SEEs.

In the context of software development process, we have considered each software engineering activity as a concern [18]. In order to identify all concerns, we adopted the international standard ISO/IEC 12207 (Information Technology - Software Life Cycle Processes) [10] that provides a comprehensive set of life cycle processes, activities, and tasks for developing and maintaining software system. This standard establishes and groups the activities (concerns) into three categories — primary, organizational, and supporting — depending on the role they play in the software development. According to its characteristics, a concern can be either a primary concern — that refers to activities that perform the development, operation, and maintenance of software systems — or a crosscutting concern, term used by

\(^1\)http://www.sei.cmu.edu/architecture/adl.html
\(^2\)http://www.sei.cmu.edu/architecture/ata_method.html
\(^3\)http://www.uml.org
the AOSD (Aspect-Oriented Software Development) community and referred to concerns that are spread throughout or tangled with others concerns. It is important to highlight that an inherent characteristic of the crosscutting concerns (i.e. the organizational and supporting concerns) is their occurrence along all primary concerns, as illustrated in Figure 1. For instance, documentation is one of the concerns that must be considered from requirements specification to maintenance.

Figure 1. Relationship among Primary, Supporting and Organizational Concerns

The ideas discussed above were consolidated in RefASSET, illustrated in Figure 2. This architecture is not the focus of this work, but it is briefly described herein because it is the basis of RefTEST. In short, RefASSET is a reference architecture based on architectures already investigated, such as ECMA Reference Model [4] and architectures of interactive systems and Web systems (architectural pattern MVC (Model-View-Controller) and 3-tiers architecture\(^4\), considering the future perspective of Web as platform to provide diverse software systems, including software engineering tools.

It should be highlighted that the Application Layer in Figure 2 contains all identified concerns (primary, supporting, and organizational). In particular, the primary concerns part contains the core of the tools that implement the primary concerns.

RefASSET has been explored in order to facilitate the use and integration of tools, processes, and artifacts in SEEs. By considering separation of concerns in this architecture, we are pursuing easier integration, maintainability, quality, and reusability of the environments built based on this architecture.

3.2. Establishing RefTEST

RefASSET was specialized to software testing domain, resulting in RefTEST; thus, RefTEST inherited all RefASSET’s characteristics, such as the separation of concerns and the architectures of interactive systems. In particular, the specialization concentrated in identifying the core of testing tools, i.e. the core concepts into primary concerns part. Three steps were conducted:

**Step 1: Investigation of the Software Testing Knowledge**

This step was conducted to identify the core activities performed during the testing. Knowledge into software testing domain was arisen, considering diverse information sources. Software testing processes, such as [20, 21], and the activities contained in these processes were investigated and identified as potential core activities. Software architectures proposed in the testing literature [5, 23] were also investigated and the knowledge (structure, modules, and their relationships) was considered. Besides that, as known, an ontology is a formal explicit specification of a shared conceptualization, providing a vocabulary for representing and communicating knowledge about some topic and a set of relationships which hold among the concepts in that vocabulary as well; thus, an ontology for software testing domain, named OntoTest [1], was basis to identify the concepts and relationships into testing domain. Moreover, the investigation of testing tools was the most important contribution for this step. The most known eight academic testing tools were considered, such as MuJava [12] and Jazz [14], and two broadly known and used commercial testing tools: those of the Mercury\(^5\) and Rational\(^6\). Our experience in developing testing tools — for instance, published in [3] and [13] — was also important. As a result, 32 activities were identified, illustrated partially in Table 1. The information sources of each activity are also indicated in that table. For instance, activity “Generate test requirement” was identified through investigation of software testing processes (P), testing tools (T) and testing ontology (O). It is noticed that these activities refer to the core activities of testing; rather, the activities related to testers management and test planning, for instance, were set aside, since these are addressed by planning management module, related to a crosscutting concern.

**Step 2: Identification of the Core Concepts**

Based on the identified activities, the core concepts were established. Each activity was related to a software testing concept. For instance, the activity “Include test cases” was related to the concept “test case”, the activity “Generate test requirements” was identified through investigation of software testing processes (P), testing tools (T) and testing ontology (O). It is noticed that these activities refer to the core activities of testing; rather, the activities related to testers management and test planning, for instance, were set aside, since these are addressed by planning management module, related to a crosscutting concern.

---

\(^4\)http://www.sei.cmu.edu/str/descriptions/threetier.html


Table 1. Activities in the Testing Conduction

<table>
<thead>
<tr>
<th>Core Activities</th>
<th>Source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Deal with artifact to be tested</td>
<td>A, P, T, O</td>
</tr>
<tr>
<td>Execute artifact to be tested using test cases</td>
<td>A, P, T</td>
</tr>
<tr>
<td>Import test cases</td>
<td>P, T</td>
</tr>
<tr>
<td>Include test cases</td>
<td>P, T</td>
</tr>
<tr>
<td>Generate test requirements</td>
<td>P, T, O</td>
</tr>
<tr>
<td>Execute test requirements using test cases</td>
<td>P, T, O</td>
</tr>
<tr>
<td>Establish testing adequation criterion</td>
<td>A, O</td>
</tr>
<tr>
<td>Calculate test coverage</td>
<td>A, P, T</td>
</tr>
</tbody>
</table>

*P = testing processes; A = architectures; T = Testing Tools; O = OntoTest

model, definitions and related operations were established for each concept.

Differently from module view, the runtime view shows the structure of the system when it is executing. Thus, the interface among the modules is an important element that must be detached. In [17], the extensions required to UML to represent interfaces when aspects are used as a communication mechanism are discussed. In short, the Amodules (Aspect-based Modules) — i.e. modules that exclusively use aspects to communicate with other modules — have a filled circle attached by a solid line, representing their interface, named IMA (Interface Made by Aspects). Also, it was proposed a half-square attached by a solid line to the module that is crosscutted or affected by aspects into AModules. Our experience points out that the establishment of the IMAs provides facilities to reuse AModules. Figure 5 presents the runtime view of RefTEST. In this figure, Planning, management and Documentation are AModules.

Step 3: Architectural Design

For the purpose of representing adequately the RefTEST, as recommended by [9], architectural views — module, runtime, deployment, among other views — were developed using UML 2.0. Also, extensions of the UML notation are required to support the aspects representation [17], since this architecture is based on aspects. For the sake of space, only the module and runtime views are presented herein.

The module view, in Figure 4, shows the structure of the software in terms of code units; packages and dependency relations are used to represent this view. While the core of testing tools (testing_tool package) can be implemented using classes, components, or subsystems, the modules that implement crosscutting concerns use aspects in their structures. For instance, the package supporting_crosscutting_modules contains modules that are implemented by classes and aspects. These aspects crosscut other modules and change the execution flow of these modules inserting functionalities related to a crosscutting concern. Thus, there are dependency relations, labelled with \(<\text{crosscut}>\), among the package supporting_crosscutting_modules and other packages. It is important to highlight that we have explored the use of aspects to implement modules for SEE and used them as an integration and communication mechanism among modules in SEEs, including testing tools.
3.3. Use of RefTEST

We have used RefTEST to developing and reengineering of testing tools that are deployed in web platform [6]. Recent technologies to develop evolvable and reusable systems have been investigated and adopted: Java\(^7\) and AspectJ\(^8\) are in use. Also, we have developed modules that implement crosscutting concerns. For instance, a testing documentation module was implemented; the aspects collect information, such as the test cases and test requirement, during the tool runtime and format, update, and store these information. This module was designed and implemented in order to facilitate its evolution to other testing tools and tools of other domains, such as requirement specification and analysis/design, aiming at developing a documentation framework. In the end, we have pursuing a unique module that manages the documentation of all other software engineering activities that can be developed in an evolvable and

\(^7\)http://java.sun.com/
\(^8\)http://www.eclipse.org/aspectj/
incremental approach. Moreover, our experimental results have showed that the core of the tools can be independently developed of the modules that implement crosscutting concerns.

4. Conclusions

The systematization of the testing tools development is a real need of the testing research community. Considering the lack of recent works that establish reference architecture for testing domain, in this paper we proposed RefTEST, a reference architecture strongly based on separation of concerns, pursuing evolvability and reusability of the tools built based on this architecture. In special, this work contributed with the establishment of the testing tools core and also with a new point of view about how to address modules that implement crosscutting concerns. It is important to highlight that the use of aspects to develop and integrate these modules is another important contribution of this work. Our experience has pointed out that the development of testing tools using a well-established reference architecture is relevant. RefTEST have been an important guideline to minimize the efforts to the testing tools development.
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